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**Lab Session 03**

**SQL Data Modeler**

* Oracle SQL Developer Data Modeler is a standalone, independent product, available for download from the Oracle Technology Network (OTN).
* SQL Developer Data Modeler runs on Windows, Linux and Mac OS X.
* To install SQL Developer Data Modeler simply unzip the downloaded file.
* With SQL Developer Data Modeler users can connect to any supported Oracle Databases. There is also support for IBM DB2 LUW V7 and V8, IBM DB2/390, Microsoft SQL Server 2000 and 2005 or a standard ODBC/JDBC driver for selective import of database objects and data browsing and migration.
* Models are stored as XML files and are easily shared or placed under source code control.

**Logical Models**:

The logical model in SQL Developer Data Modeler includes standard logical modeling facilities, such as drawing entities and relationships etc.

**Relational Models**

The SQL Developer Data Modeler relational model is an intermediate model between the logical model and the physical models. It supports relational design decisions independent of the constraints of the target physical platform(s). All many-to-many relationships and all supertype/sub-types entity hierarchies are resolved during forward engineering (transformation) of the logical model, or part of it, to a relational model.

**Physical Models**

SQL Developer Data Modeler supports most Oracle physical objects. It exposes many elements of an object’s structure and definition (for example, partitions and sub partitions) in the object browser.

**Data Modeling for a Small Database**

We will use SQL Developer Data Modeler to create models for a simplified library database

Entities Included will be:

* Books
* patrons (people who have library cards)
* transactions (checking a book out, returning a book, and so on).

If the instructions do not mention a particular dialog box, tab, or field, then do not specify anything for it.

We are using only a subset of the possible steps for the Top-Down Modeling approach. We will perform the following major steps:

1. Develop the Logical Model.
2. Develop the Relational Model.
3. Generate DDL.
4. Save the Design.

**2.1 Develop the Logical Model**

The logical model for the database includes three entities: Books (describes each book in the library), Patrons (describes each person who has a library card), and Transactions (describes each transaction involving a patron and a book). However, before we create the entities,we will create some domains that will make the entity creation (and later DDL generation) more meaningful and specific.

**2.1.1 Adding Domains**

In planning for our data needs, we have determined that several kinds of fields will occur in multiple kinds of records, and many fields can share a definition. For example, we have decided that:

* The first and last names of persons can be up to 25 characters each.
* Street address lines can be up to 40 characters.
* City names can be up to 25 characters.
* State codes (United States) are 2-character standard abbreviations.
* Zip codes (United States postal codes) can be up to 10 characters (*nnnnn*-*nnnn*).
* Book identifiers can be up to 20 characters.
* Other identifiers are numeric, with up to 7 digits (no decimal places).
* Titles (books, articles, and so on) can be up to 50 characters.

We therefore decide to add appropriate domains, so that we can later use them to specify data types for attributes when we create the entities. (These added domains will also be available after we exit Data Modeler and restart it later.)

1. Click **Tools**, then **Domains Administration**.
2. In the Domains Administration dialog box, add domains with the following definitions. Click **Add** to start each definition, and click **Apply** after each definition.

| **Name** | **Logical Type** | **Other Information** |
| --- | --- | --- |
| Person Name | VARCHAR | Size: 25 |
| Address Line | VARCHAR | Size: 40 |
| City | VARCHAR | Size: 25 |
| State | VARCHAR | Size: 2 |
| Zip | VARCHAR | Size: 10 |
| Book Id | VARCHAR | Size: 20 |
| Numeric Id | NUMERIC | Precision: 7, Scale: 0 |
| Title | VARCHAR | Size: 50 |

1. When we have finished defining these domains, click **Save**. This creates a file named defaultdomains.xml in the domains directory (folder) under the location where we installed Data Modeler.
2. Optionally, copy the defaultdomains.xml file to a new location (not under the Data Modeler installation directory), and give it an appropriate name, such as library\_domains.xml. We can then import domains from that file when we create other designs.
3. Click **Close** to close the dialog box.

**2.1.2 Creating the Books Entity**

The Books entity describes each book in the library. Create the Books entity as follows:

1. In the main area (right side) of the SQL Developer Data Modeler window, click the Logical tab.
2. Click the New Entity icon.
3. Click in the logical model pane in the main area; and in the Logical pane press, diagonally drag, and release the mouse button to draw an entity box. The Entity Properties dialog box is displayed.
4. Click **General** on the left, and specify as follows:

**Name**: Books

1. Click **Attributes** on the left, and use the Add (+) icon to add the following attributes, one at a time. (For datatypes, select from the Domain types except for Rating, which is a Logical type.)

| **Name** | **Datatype** | **Other Information and Notes** |
| --- | --- | --- |
| book\_id | Domain: Book Id | Primary UID (unique identifier). (The Dewey code or other book identifier.) |
| title | Domain: Title | M (mandatory, that is, must not be null). |
| author\_last\_name | Domain: Person Name | M (mandatory, that is, must not be null). |
| author\_first\_name | Domain: Person Name | 25 characters maximum. |
| rating | Logical type: NUMERIC (Precision=2, Scale= 0) | (Librarian's personal rating of the book, from 1 (poor) to 10 (great).) |

1. Click **OK** to finish creating the Books entity.

**2.1.3 Creating the Patrons Entity**

The Patrons entity describes each library patron (that is, each person who has a library card and is thus able to borrow books). Create the Patrons entity as follows:

1. In the main area (right side) of the SQL Developer Data Modeler window, click the Logical tab.
2. Click the New Entity icon.
3. Click in the logical model pane in the main area; and in the Logical pane press, diagonally drag, and release the mouse button to draw an entity box. (Suggestion: draw the box to the right of the Books box.) The Entity Properties dialog box is displayed.
4. Click **General** on the left, and specify as follows:

**Name**: Patrons

1. Click **Attributes** on the left, and use the Add (+) icon to add the following attributes, one at a time. (For datatypes, select from the Domain types, except for location, which uses the structured type SDO\_GEOMETRY.)

| **Attribute Name** | **Type** | **Other Information and Notes** |
| --- | --- | --- |
| patron\_id | Domain: Numeric Id | Primary UID (unique identifier). (Unique patron ID number, also called the library card number.) |
| last\_name | Domain: Person Name | M (mandatory, that is, must not be null). 25 characters maximum. |
| first\_name | Domain: Person Name | (Patron's first name.) |
| street\_address | Domain: Address Line | (Patron's street address.) |
| city | Domain: City | (City or town where the patron lives.) |
| state | Domain: State | (2-letter code for the state where the patron lives.) |
| zip | Domain: Zip | (Postal code where the patron lives.) |
| location | Structured type: SDO\_GEOMETRY | Oracle Spatial geometry object representing the patron's geocoded address. |

1. Click **OK** to finish creating the Patrons entity.

**2.1.4 Creating the Transactions Entity**

The Transactions entity describes each transaction that involves a patron and a book, such as someone checking out or returning a book. Each record a single transaction, regardless of how many books the patron brings to the library desk. For example, a patron returning two books and checking out three books causes five transactions to be recorded (two returns and three checkouts). Create the Transactions entity as follows:

1. In the main area (right side) of the SQL Developer Data Modeler window, click the Logical tab.
2. Click the New Entity icon.
3. Click in the logical model pane in the main area; and in the Logical pane press, diagonally drag, and release the mouse button to draw an entity box. (Suggestion: Draw the box below and centered between the Books and Patrons boxes.) The [Entity Properties](https://docs.oracle.com/cd/E15276_01/doc.20/e13677/dialogs_data_modeling.htm#BABHACHD) dialog box is displayed.
4. Click **General** on the left, and specify as follows:

**Name**: Transactions

1. Click **Attributes** on the left, and use the Add (+) icon to add the following attributes, one at a time. (For datatypes, select from the Domain types, except for transaction\_date, which uses a Logical type.)

| **Attribute Name** | **Type** | **Other Information and Notes** |
| --- | --- | --- |
| transaction\_id | Domain: Numeric Id | Primary UID (unique identifier). (Unique transaction ID number) |
| patron\_id | Domain: Numeric Id | M (mandatory, that is, must not be null). Must match a patron\_id value in the Patrons entity. |
| book\_id | Domain: Book Id | M (mandatory, that is, must not be null). Must match a book\_id value in the Books entity. |
| transaction\_date | Logical type: Datetime | M (mandatory, that is, must not be null). Date and time of the transaction. |
| transaction\_type | Domain: Numeric Id | M (mandatory, that is, must not be null). (Numeric code indicating the type of transaction, such as 1 for checking out a book.) |

1. Click **OK** to finish creating the Transactions entity.

**2.1.5 Creating Relations Between Entities**

Relations show the relationships between entities: one-to-many, many-to-one, or many-to-many. The following relationships exist between the entities:

* Books and Transactions: one-to-many. Each book can be involved in multiple sequential transactions. Each book can have zero or one active checkout transactions; a book that is checked out cannot be checked out again until after it has been returned.
* Patrons and Transactions: one-to-many. Each patron can be involved in multiple sequential and simultaneous transactions. Each patron can check out one or many books in a visit to the library, and can have multiple active checkout transactions reflecting several visits; each patron can also return checked out books at any time.

Create the relationships as follows. When we are done, the logical model pane in the main area should look like the following figure (using Bachman notation, which we can change to Barker by clicking View, then Logical Diagram Notation, then Barker Notation):

![Logical model representation](data:image/gif;base64,R0lGODdhtQFcAecAAPz+/AQC/KTi/AQGBNTW1KyurJyenFRSVDw+PCwqLHx+fISGhKSmpLy+vAQCBDxWZExmdERebHSitHymvBQaHAwSFCQyPHSivAwWHBQWHGyOpGxqbNza3KSmTJyeNCQiJAwKDIyOjAQKDISyzBwiJHyqxIy+1BQeJKTe/CxCTHR2dNze3KyuVKSmRCQmJJSSHAwODISGBDRKVJTG5BwqLHyuxFR2hJTO7JzS7ISChOTi5GRmZNTS1MzOzMzKzJTK5IS61GyWrGSGnIyKjPz+hERGRDQyNBwaHOTm5Cw6RHSetFx+jDRCTERaZBwmLIS2zJSSlPz+fFxeXGSGlGxubFRufGySpOwyPLS2zLS61DRGTAwOFDxOXASCBHTCtHTGtEyudHTGvBSKHEyufHzGvAyKFAyGFDyiXMSSpNxebMSOpByOJHzKxITO1IzS1BSOJPQSFPwCBFy2jEyqdNRufMx+jHyqvJza7HzKvJTa7ByOLCSSNHzOxKzG5PQiJPQmLHSarDxSXGSKnDymZCyaRHTCrAyGDORGTFR6jCQyNLyqvLyqxIzC3AyKHCSWNITOzGS6nJzW9CSWPJze9CQuNFSufGSOpESqbGS+pASCDGS+nCQqNMSetExufExqdCw2PERibNRmdKzS7PQeJIy61LyetASGDDSiVJTW5AQG/CQy/DxW/Exm/ERe/HSi/Hym/BQa/AwS/AwW/BQW/AwO/DxO/AQK/ISy/Bwi/Hyq/Iy+/BQe/Hyu/DRK/JTG/Bwq/AwK/GyW/JTO/JTK/IS6/IS2/Cw6/HSe/Fx+/DRC/ERa/Bwm/HSa/DxS/GyS/FRu/GSG/FRy/CQq/IzC/GSK/GyO/CQu/GSO/ERi/DRG/JzW/JzS/CQ2/FR2/GRiZLS2tPTy9DQ2NExOTPT29FRWVHx6fCwuLOzu7BySLGy+pIzS3FSyhDymXFSyfAQS3ARmPGS6lFy6lESmZAQupDSeTCQ2PFS2jCyaTCyaPFy2lGzCrJza/Iy6/AAAAAAAAAAAACwAAAAAtQFcAQAI/gABCBxIsKDBgwgTKlzIsKHDhxAjSpxIsaLFixgzatzIsaPHjyBDihxJsqTJkyhTqlzJsqXLlzBjypxJs6bNmzhz6kwZoKfPn0CDCh1KtKjRo0iTKl3KtKnToh+fSp1KtarVq1iNHgwgoKvXr2DDih1LtqzZs2jTql3Ltq3bsQGivp1Lt67du3jzko1rkKvev4ADCx6clm9Hv4QTK17MWK1hgogbS55MefDjjZEra97M2fHWzot9ArtWGDTnyxozm8brk5Yzsd1Wy/aKGoDq2ay7TrNVGrfk2hhv+3brlxctscKHT66dXDnxrvxwCdBlLZU1XdOrX+/KVVi2YdVk/qWi9cy5XuAXm5s/6zeXLAHPaAWIVS1VTwEBuKnKbh17AFa20AKNAOGNV956czGHoF0/ISOAKtQIcI01D0Y4IXf7tLKNAKk4s+GCd6FnkXogItcTLq58NU0q+HFXjDYVSkhhAM6gQAyLHX5YYlsK7vicAMW8x2JXOHo1ZACrDNPVMcaksstrPhInV5RoZaYLNtnMwpVfiA3JYYvcCcCkk1BSyd5nZjrWlS7ACGANadfs96aE++G3TTTCfJULb2l65hGJZmYWCzXCFLMlCmC6Ced+iEW2Z59m9QhppD25Np0qqagyzaWZbtqiNt9FE0sAs5Q5aVkiVgQolZlBkwow/qxwZQyjXumCqaaJciUqqaae+pWkvgZ72pTCFksZsMYmGxqxyjZrGZrORhtYqhStKu21hUGL7bZ0UTuRtdyGCxZzWZVr7rnoprtUVOq26+678Dalrbj0VslsvfjCNW++/P56b7/9IgtwwP8OjK/ABh9ccMLiIsxwwws/vK3DEk8cccXS9uhTLL1+FUcpXcUx7lrNZQaub12kXIYmaHUhlstfwSyYtxJx2RPHZH0cMlsHJjgyZV180ZXMdRH9MlhGA6bxmm2OFYcfiIr8K8lUpwlzG5m0fHTMhNEcEZdM5wy1AFKreV5lXawxNGNGJ/3X0kC+53QodZA9bjPAHNOV/iuyzJKiAHz73eI1rSDXFTPANHMybjC7cUlXYTQiRhiQS065y5g87hXMhRhyhtt5eQ0R2HHnTLfdv65CCzNLzpKKgz7hZwzgff8dQDKp/B2WX4grjjYYcggA8/BDg9GFHIME3RUeYojBxtCECN8VGWLowQfSXXX+eWIa9zRLMDmLMoooZXOXSy7SCYALL+h3tX77AdxCoeHqs7/4bCmnXElXa7DBhtoC6N//hPeIPWAvgHxgA+hYMyWffC984ysffs63i66gYBjC4BOX8vS+9AWAF67w0s/edz+7dOEOb7gD8aQnPDzkoQts+ALM9OAGNxhQeHlgYf/a8IYDriGB/gtkYF/CdBaR1SEUEvTLkJZIpCYGQBWzgNHuiFjC1cDshWtjIfG6IAkxTIJrWuxaA9FiRCT+bEiu6AUuSKfEJoJJOGxEmwDkMIcV2jGL+bsjC8Oix2cNMVFlERkK/JBE9i3DfedLHy4SiR9dsGJAU1RfLnhRRdPA7BFi4J//AChAtXXBDXOABBgFGEQGjbGIAhhkIXNxSAHY4hW34BKi/LLI9r0RLoikpBwDOLwvKBCPWVxDG8AIs/65oYej9F8pTflHQEmNE0lU3d8CN83atchW9HMFLWpRSdDk7w1CE0DkxBDOcQrNZW5wBBi/YIbt+fEwRDTLM5OYjVj8bRWp/ohVVzAFJmpSEZeA22Y33wIzL8BMhsYDJgvDIIYujEGh1CtDODfXFXa6852QwZjC/pQbjZaIYoxJhUhH6lHGiO4hA3UjXkZK0pKGbl8ujdZJHZLSmIIIpDYt1kwbUtOcrgenPvXVThnS06AqB6hGhdRQF1LUpOIGqU4N1MWimiaohgxkqPNKFbrigK5sVQBdzVceV7i/Pa5mqQoBl86yytWzfLVP+StDOgCjPLMuB6ZiixpYwuqVsPJVrFtb5l05qpan6fUrfx1LYqnUOEPQFYCCnRle51a38jngsmAFK2bDaocMUKAE9CKay/LHQuY5rzNoTYhaTyfBsCohAwNY/oIAJDAAETThsosFKxMGIIGuvDa2XPVEbB/A26509rONuWQjlte85wmPEDLMhDzEabmh0aOumwMeC7/Q0OAJz3jIq6tpndutyYolDuIj317bmtn2OoEUpNhEaImZRRraELVTBQt6I7jeVP7gBiIQAAkigKj2hsUBNaCtBf8bYLDa4QYDSPAAuvLe+CY3ZWLQR1fse8Mu5GENlyhwJ4cWw7ahUIUWREUeTDE0F8JQhhuu4Q3L+8e0lLG17PVrVwZw2QmLS7QKzSN+CWtjARwRx7OVAQm6OgMagKAGBu5vWCWgZB23N6w8doCPF5M0IUsPFegwxPX02LY51rGip1gD/pmHRtq6WNVuqtwrovw6566QAAj4ArLwEFXMYYImtQhRayoJ2V8RTGAEfIVABcBaYCl3xdCIzjF77zyZpAkTjAKYQxkCuEmFUpSXXTEFGR6x5gD6mZkFEbQAoAkWC0w4rK5u7wVg24n5floSo4VcQx86LCKTsSusRmxXiAuBrkZgAMWN9YHZS2wrW3nWA6g128LCUIeu7RIpE5o5PZ1Fg3YleWcO40J3jeqMUtVYgDbvuVml7nVHKd01Zgyy571ld4eo3fb+aH7zvaA389s58E71v5WK74GbJ+DmNji7461wHyF8IE1tuEkLLvGn7rvis3nzWiXoVva2JbdgeSv+/lQ217/UNbL28jVaFBGHRYSFtkoAuQBEbqa4llwvJ9+MxsfGcbNY+eNnkTlnGvvYLN5b5Wc5BB0OEZbilkXoICK6ySGrc4qTjbVg+a1sr6zZrjrg2L0VwAUwkIELcDUJYnEtbGVLW9viNu27DbvWgztcpx8XtHNRLnNP+9zoTneclBPedSdavOAdtLvFO17ywjne3V28K33wgwD+0AfEbvbsbb8tZg8cd9+une5LIG7Y757crjxiuQJofN+7IF3qTs662C38dhH/XcWLt7nlhvha9qver6CAwZK+cgkULOAalIAEXL1B2hcMYAET2ON7lTDzG+yAB0eY+BWWb94x/qxhAXB4aB8OsSYHKLwSI+3EMEOBilncwhea3/sydjzSy0KHutWBDo4G6w0GXGCQI5j4v9d8DgZh0icA2XdhXZBhMXZfOARiItZp5QdjMYN+KbZiLeZ+Evh9bmZ1NwYWVLZkwedsOzaCUSZsSQaCTfZkJdhX7PWBItheWVZvbdFlbeYyYCZm4rZCFEVHB5VmpeZl/jJ/Y4ECcBAHRggHjcZ1mZWCUOZ/LVhlIbhjPVZ6SFODAnCDYxZk2MODaKZmWig8bUZjAldYgyZBkIZlElADdKaEJFACxwd9JniGXqFojLZ87SWHShhWlFY0YXFpn5ZpmzZi4vZpXigAokZq/l/oh/IHT2mBBmngFWmgBib4c3ToAEnIgnd4aC+oh3gmGZZ2anukaZxGfjoYTDBziKWmiBvIcPIEbBLUbF1BW54Aa6/GXmOXAWHnhAIAi8eWbDIYfLCYh10BbdJGUNRGbtKDbcqzbYPYbTADbqVWbbwWhIyIFleABV6RBVcwiW3Vi72lbPkXjC9IjFT4FdJ4bdnmeuFUiizkbQIAjV94jqs4hhinb0JYj8Phb/JGb79YFvzYjyX1cAIRcWbxj/joJ/R4kD/1eApZdazYkL4hkLYBkQdndRR5LAx5kb9hkRrZGBJJkB05jwkXkrLxkSSZcRbJci7HFl8FdWQBczJH/nNWRHJ0tY4vdY9joZJlIZNmwZNP11+MgQcwxEcHZIyYphj+pnRMxxY/xxZORxYuuUtu4FhTZ3S5lxpsoZQ/uRZRaYKYyBj0MAb0QJRHOYMOmZBnEXmTV3lfMXdc93Zf53S3aHZghXZ7dXl1mXlvx3lO55YOIFyhZ3eehXdGeXp751xdAF2s93fVJXix912GV1G01wXgtXiHuYgcAS5qSXlfoZebhXakJwCkt5dZ93kCAAggEAhhhZqqeXaiOZizVVtNkHlzgQpqoweokD2ewzm7CT2ph3t+53dlOTyDd5lChJZmUX9Ghn++B3zCCFbD52MkYHzIp3926Ff793wr/shVBRiA1Gd9BXiA25eA3aeBHuaA4wdZ77c5FJhK63eBLzZD8TcuDKmc9/cV/Jdjyiee4gly3mlnxqeHAZp8Bghf8pWf+TkXlRA8ctAO/ANED/pLOAR/94We6DmcJJaB83l0yEkWRGiEcYCEnQmFz2llPuZjuqhjTLidSuiCUSgAMUgXNJgya4OFOWiV0sOFAvAFPviFQEgbj/ehR9hoK2qiUwijRwpyLlqi7BWjTLiiboECZRBXPopHpIWFNvqHPhqGVzmRjfiIXRGJX4GHvKWGXFVn7dWGb8iiLygAlXiJwYeHL7iHMtqHoCgzoiiI7FhMpzhqqQiK1JiZauGI/pAoiV/xpmnaiXamqHUYFnjYhmYqYCUQqZwIFnTopovmFumgOQJwCZgwisWkTMEEqKIIiBgqbqrIoSNpFteYjdvoFcEoi7SohLeYi4olad4oAODIjbs4AMX2ouSYd8dobcmYjsy4p13hjvB4o+KEjIGKGWrRql2hjV6Rq7EWVsEarLsKq746ZVvABd4KrrZIawLgjbnqFpLwCF7RBpKwo+10UO+aReeojF9ArzEjZHokj6qqeydZkhnZrxjFr7hhkGpBsD5lkqZhsA2pjwArWTjZsBP3kBA7WNU4sZXBsBZ7kxWbsRspsRyLlP/6sV0KkiKLKiFbsgmSki2nFi1Z/i85t0fDAw9eEQ/D42X5Ywosw0KTcAaZQENiKKhroZM+51XCsrM96wZZVFaTkpRLpxZd2Sxp42nDcwZecQrsyEJTmUWXIDSYMGNS8rBhoZVp8bQLsrUC0LVFSXAeKxabyZZ9hXZzB5dc1XmnmZpkuyOUGZkwOzRzMExtEG5d1hVusGksVAZ3YHo/C61q0bZgMQEU4ARQllm4ZQFPIABAYAF9YriIKz35k64CwK5StbZhYZ/M2VfK9595WIDTWQJ3WyInlEI6ODx48DiXIJRsVoMpYwgld7VvgbBpQbpg0YZAcAKSJggRIACgIAhwRZYuowm0m7PvRnFCGqJJOGUk/rqJJNi6UWdmsbs2XrRcV2uDhHC4LNQIh4sC+ZC4WJkW0yuiXylpKEABOIABcLoj5ptK6RtGKCAGd9AI9dtvFEeoYWqo7CWnaGplaqq9C8KnXbEHn6oJ6iQ9Z8AOVBu+XZEOg6C1QrMO96C+GWEtAiwAYuoVbWgCxHtliOIJnwAKkGK2HIxHiAIG+MCp0Su6XyGtAkCtmBiM1xp8EpCaADkpBXVJ6NAF6KCu0pMOXTBXNWuFXeEIwwQzd3Bd6JCbKQu2XoHDOtwVjlsBtqqrEzYDDlC5fTLFRmzFMINrV9gFSLxwHSoZIMAINZAB/eq7iWEC2hctDBi6b9wYSkAC/hgACHV8sm0hAkpwLabgBX2CsSjbu4TcyGzByJAcyY88ydliw5bcpcGRyWKEyZx8xRv7yRoLGfFSyqZ8yu9SyaKsL568ypSMxV8htGPhkz65I1+gZujgXEoLFru8I5LsyqwcymYhtrdqh5mrrmyQSXalpb7MkcAcKQzJuF7hmV0Vt5gVmjuCDprQaKTFXccDhi6jegjyy89Mn7DcFcBLwtoZVqgbVuK5I3fQDpIgCYhZgewnn3u8kK1czmdyzu1LpE7WhLF4vVKoZWmCCsrcg4XYxCg3ZH3Mz68szGMRwiM8h4tmiQJgwALGqDtCTgKgDgmNKKg4NIiSqvo8hkOg/gBUsAJIEHSXVQHKG3Rj+9JW4HFTYAMYZ8esio3T+qrlimzfOGE8PGHBuiNsUMRrQAZdocbLqsb6etIZBQVEEAUrIAUFQABDa7kNltUyLQAmAALsddP1qNMQ/bUCNwREsAIrwAJFgABG4AJHwNLLJgCkcLxiR3Z0OZeZZQkRQJtz/QQY0FZCgNNjrcoQrSA5oAM7wAEEwAM80AM+4AMOcNV3eVlftbrVidlgNQKU4Hz/i1sZEARcJQQnYAL4SNZlHdEZpQJr3QIe4AIvAAMx4AAKEAIN0F8QRoInOoIOYAEZEAlQCpR9ZQM3YAE4UNjnnNrI8RkbwAEd4AEfoAAg/hACDhACIcAAWG2CT0ABduaGme3dYGUCECAEXXGpws1eI5ACyC3Ryp1yY3gACJAACrAADNAA9t0A2W15DnACYVerw0h2vdVVJpAI53reBqYBdi1xqN3e7p1wBFAABkDZDA7NyT3h3OHMeKGwHbngZCHLxZwXCmxyY7XMS4vhDM7hY0HMjBHigmEP66As5FzWKB4W0sxVuOV1XPUAMCDIYuG4kPvfZdcVrMlZsLkZ62APeDQIhlAIJb7PFn7hyZ3OX8EImzABV2YHJXDCYSG8J6zZxce6FGagRu5dWoQHbIBMi2zi7T3jvleEQ/oVJUADpq2EAJlYu03nR0oZ60Dm/sya5k7+5GzuFRRNwFZQD8qXY8bnBGNRwl0O3pIaqXSq53yuRf6DDk3+0E++3OesxT594zgOVlpQAXQZFl3c3wAei9+KreQKNCNOnGUQeH6O6Zluzux9FyyOt8ES44dt2GRRbxoOKQ0N1QI76/1c68QOpH9u4YFO7LrOz8s+681ezs+e6dH+zNMO6Gqu3Nfu4XDIst0+HLdsxIiZjl4xB6ZgCGBQFtGFB5sDhOaO7psjs11Bs7dLo+Bs7zfLMvJwc/OQ7al97Sr+7Whx65NRBsic0DuaCeHUDmOAKHLw4mLxBQr/COhwPcvM8A4P8V1AtV1htTiqpUQ3CZKQm+rw/g7+LuPRLHmcaYJ6LQA+HrnW/Okt7wB02xnanIQHBTNiUGB3oMx8FE538EXLvPNd0fN867eAOxZ6NrhdoQ6SIPLucPK7HuX2V7qTRp3dPbzTF3xe/n9BLBnxPM/1zG2g08T1XoqyS7u2e+96dru66xXpIAbpUO3A/Oz/bIJ3nlhLaqLZK/CagdBZJIFEn0o+jzThJIFJM/j7672TAL4fb5XiS75rQ/eu/OyDboJq+t0m/GiaeKZp6uhNuRkeDdJrI/HhtA5zgAIoMAcQHxamb/ofj/qqz/prM8EV/PhmBTMYzDWUv8rPzuksf+ouTwFePGzd2hU9fNe4GHydcdRp/qPU4Ex4YGAIppDuZCFD2DXiXTH91U9RSszEZ3+UMgPFFNX7onztyi71zs7rHjVWwU6xq3rswQy08r8X6i/t7G/t96//FZ7+yT7hABEAwECCBQ0eREgwgACGDR0+hBhR4kSKFS1exJhR40aOHSMKPLjQ40iSJU2eRJlyIsiELV0OFKlS5kyaNW1aZFkw5k2ePX3+zJjz5VCdQI0eRcpTKMykTZ0+9biU6NCdUK1evSq1KlauXY1KneoywFiyZc2eRZtW7Vq2bd2+hRtX7ly6ahFu9ZpX70ywYRPi3RtYcEetgw0f5tjXb0jEjR1LLPxYsmTFi4tOxnw4cmbOgStb/mbaWbTXzaNNW/0MGvBp1j9Lt4YNNLXl1bFty3x9Wzdf0FQZDlFAZQUSiw6MV7AisUpK4w6QM3TQcIqN3UdzV8decvbihVCIRFkhpQCBitEFmAAh0fxJ8+ihM5yeXfZd+fW19365cAiRFStYFEHACBeOGA4i857AgCElMhhgCQGaezAJAS7AIIMLoGNiAAkEkGAAEZqI6MAEHxRACOrs6+k6FFekaDu/FspBhx04IIAHHnrwwQcHxnuouQyCYAiFH24Q4b0HbxCAhBpKIAG6GjpMMgIU1DPuR+iEOMEEFm9ScUsvG3IxrIVU8K8FD1x4AYYYHFAghAZ6hEgCGUgw/q9Ohga408joZqABhBpCNNCGGyzA4UveGDM0UYfCnGqhDTjowIMPFAAhBAdCCIEB8hxaryERJhihzinNI6EEJvVsCIIKAIVTgBFSUDSlLmNFkVGiRDoAgQQUWICBBn5tYFNOIXpgAAjMswBP8yjMYEMSSYxgAA1ZHZYhDSKg1aRZs5XPVt8YIqAAA3jkNrtty63O2/y8krZdPNG16Vx4b1NXrHlXlPde2OptqTZ9Y8v339P4/Uvgbukz2Fz87E04XYQb3o3ghyG2LWCKMZMY0YsBnnjj1jI2yF+PMe54ZNNAvszkge+qq2WXX4Y5ZplnZmvhfmnGOWedd+YZLpt//gY6aKGHtgwcBcxxwIVywCG6aadbMhpppZl+umqrr8Y6a6231hocBMTxARweyDGCaq7PnsprsMUm22y034Y7brnnprsgBcQxiJxy6qb77rz35jtwwQcnvPCDzPHBIAJcMPxsxBVnvHHJJ6e88qAdOMegcRyw/GrMNee8c9FHJ73zxwtavPSmTycoddVfhz32t/0uSG/ZgaadINtv5713320GJxywxyGAnATc/t2v4Icv/vjkn4c+eoOMTiBpFZCXfijqrcc+e++/fz108BcTf3zzz++8fPRfUn9999+vu334DZJ/fvvv9xx/hOrXv3//F+af/QL4PwIWkH0GHKAB/hW4QAAk8H0OZGAE+wfB9VFQgheEnwXPp0EMdtB8HBwfCD04QumJ8HsmJGEKfYfC7LFQhS+EnQujJ0MY1lB0NHweDm24Q8np8Hc+5GEQBQfE3hFRiEeUmxFvp0QkNpFrTIwdFJ04RaIhoTlXNA4S5mdFLDZHi1QEY+G84Q2DjPF+ZiwIGsO4xsBxAAQcIIgb4Wg/OcbxjWzEI9/UqEb77ZGMeQSk3OpYR/wN8o6BROTbzMjHM5KRkYmEJNbc+I1D6m+SlYxkJq/mDQf80X+c9KQmRQmAnpXSlKdEJcpGCT2Rqewpqlxl8lrpyqbAMpa+myUtkWLLW/Iul0kxy026/sGQXyKGl72UXTGBmSJ6IZOAytwlMbmhCgE8gxYBiEU1BBAAVtiCFtAQQDVkkQpaPKOa18ymAHRhjVQsoxipGMs2GbLOVFhDF9vs5jfDOc5yDuaYznwdNK1DzGJowyHTSMU2nYECYiQ0Fc7YBkQQKoBfBEMAufiFPDWqCmoI4BrWUChDHQpRzQDUfwL9CjEbogtsZGMWC4nJQo5hjFTswhnqbOlLBZDQRal0pw1JaEwFMNOa3lQw/zQp6VAqG58KIBbUEEYxYAomh+TCFk6FqlQFIA1tuiKjAZiSSKxxDY9SU6gNsao/k6q/pbqmqdBIBTBYMVWVRiMWAZjFTeEq/teFEEMaqfhFMQRgDLPOUxWpUMU0NCpPu+LVqJ5ZK/7aqsuaIDWylpssZQ91WfhlVrMqsSxnJ+fZz6IktKJtXCpVu1rW0gW17yNtabX1WvfFVrYkOS1tB2fb20ZFt+jjbW8T89vzBVe4Gsktcetm3ONiJLnKnZtIyBKLx0IkDqVgSBweYs6acFegVWGuALrwBYZ0ASXmpQh6G6LebUIXfNKdJzAmEgc/TEm7Pa0sbm7ShTWU9yfsFe+i3Ps9+AqgGLKYbyjqIID7EjOeATDGUGeRCmQQMxmpcIUAXJEKWyhDwhRmyCtgsQxebPPBDHGFLGaR4W1emMUQEQkzgNGM/vB2AQxyCHCO0WvjLshhEONlCB7EIAY2lJcQOSaDGPTAh4egtxCGOAN7nzvgt0l3LLOwqETiIIpRiKLBPg2AMASAgmEI46rb5MWGBYCLVkxpzGU+My5yQYxdgJkhuOBFLnBBzDTzFMZ3znON7/CGO+zYv+LFQx66wIYvoFcPbnDDHsqbhxyvgQ1teEOTGbIGPrBBylTOXoErot06hOLLGhWJK3qBiwIvxBe/AEaJVc3qptr5p7cW9UNavV8ByGEOhtbxoXfcBWIL+9AQAfanQR29XM93zH44NVg1aotX3GLXDGFFLARAbWvfORe6qPM2w+ptPdv6z2vOBS9qvOkd/n/B08audBscAmxLuyHT8940G94NpmUzu9bOFgAnTn1Yja4iFXO1cytSgWEBGBzhAhBxLFhM8FSrmMXNpqqGaVGLdQvAC+htNBiSfegwiKELY4B3kstAXnwL4AtmiLKA+/288Da3IlOeedZqjpSF99zPW8J5zq+2c5tDRui/I3rRYXx0XCp9l0zvXdKdzm+o307qU29v1ZOpketmdyPLIUmnnpUXIOfYJABGtqaprnXY/ZK+9t2I2E0id6zw99g8AbCy2R5QriuYwT16AAwAoSAGOQhCDpAQsy70oAw5y0AMAQQIAkH3q9gYxyMXr8h9XHYhE9nISFYyk1v+5Jiv/n3vpXM7l73cIzuU4ARBGlKRnuUAJCnpVA960rsen6QlUd4qXRh0oeHdhUQvutEMeXSkJ13pS997vZvutN5Pr1SuC6DUpzbPu+REJ1QJ4F3vshOrwk/2Xv96+MMnNubRfn7TT190bn829pfkBIZ8KlTQGRVDSnX78beqVDXwPahArzVot33DvDWQt+djPntTO0vbN2JyP9SrvoDDPi2ogMUrlmNhiGR5FmZxlv6rFgnYAi4IwKdAr49jiJBTP4YouZNLOTFYObV7udKDwAgcHc8qQazLOhvsHM/SvZNwF2nxmKDjwd64uqkjwiKkDR10DSXELCb0iSR0QjGBwhSZ/kLKOUKnk8Ir/JaMUIQ4WITdw4gAFLsc7Ir0KwNNuIj1y7uR2EIuZJiMOAQ6OAQxvAgzbAg8rDuGaINMWMOIaEPfgkPD+aU+8AMB+IM+6JFAAAElYAjFe8QKuZDosARs2b3ImzzHQC83uAQWbAQxCANPBMUAw4ROVEDSWz/nGkRC1Ag6WLA6oIMeMZUm4b3bs70mcYARoAT10L/e08T0q4R8Y4P+EgAH7K8ueARJazlOe8DhWkXCySUUgIM4oEY4cDMj+b488b48cQALyIBIED8jQQz0UjT2M68ukAQxmISWAzbCeEZozAg0SIOGSAM14JT5079ZzMdTcQATgAAh/mCV/9PDymOIRxADYSRGYxQvN5gDSFhGfUvFi3jDd0wZi7gCLGiILLgCTnmALVg8D4zEZiERE0gEVhFBEvzFLngDlguDT2RJlwwwN3CElpvBiMQJihScLFS6icRJUoKKIPxBV+JJnNTJohtKiixKmzvKd0zK5lrKZ2zK43rKVYxK4ZrKQXQ77Po7hwA7mgC7gaSWh+jKk0g/louIYDzLu5utnlwurquvrcxDmwDLiaC8uUwvl8sEs1S7tNsstpQbt/O7Lzs8CVmQBsGQaemQDxGAwnQQAZgACnCCPzm8kFw8B2g8icBE82DMBzEOAbCDDKCAEiAJkAM5k7u8Yuu8/iJLPx3TvB9judSUSL+km9TrMuyDDiQREiJxEighASmBPd1MkhIAgtebvV7kv9yTCNszj9yUPfNwAlIghU0YTQVEAVTIA1M4tORTxmQrPkZzNEhTxpuTzeiqvutrFfPYvvDbkz75k/QUx+7LxuIMRw6Zk/AbAOMIyo0gzRQ8BQIUttUMtgAdtmK7yfGMG/hDAWjrkfwTAPtTz1RZFQfNRxMgTgdg0P2jRRBsCIGsP1ARlSQBgrPDS5YzBTJ4hB2bEgSctylZwWJMwNg0ULiBPwp8CA40jwx80GiZFhxliMesAGex0ZD8wPd0iJO8UWNBFjy5AAbphNEkNrP8MfMT/gBJMK8WRLkpPUf2s1IYjVG0qcreuko4/FKVAEpDCVMuHFPZOtMrTNPSWtMpbNPPelMnjFPNmlMlrFPKutMizEqv40qb+EqPGMueKDub1AhDDcQa7NKzcbu3tM2asMtq+S9iNNSUSNQdXNStAcwFE8zORLzFLLzD3JDEBJHNdEzIlExPpUxRDRHjsIAnEAAgsIAHCbzB80zQFM3RvDEBLa/W5LwhKzLxOjL0SrIlUztUlLlM1VSuU71Hpb0xi73dxJPedDPmzMfh7L5blFZeFARsAQVBeJDWI87njM6SAD5CU7/uPD4B0M7lG8Dma8DoS1Zl1bnyNLXzZAj3LE4+/vET+uS+sYNPbdTQ90ABCsABDGDQ78NPcy2/Fk02AMU8vmxHTKXXoau+BMU+BpVQ+RQAVWlQD53QCr1QfeTYBRUAT/gEUHCSEqA/ECVLdisvd2tRFVXAd2XAh2zGPeXBGRW4GlUWhuDR4tTRDQlaHwXSn52QChlSgHUIDpwBB4DVB7HAj2RShvU40hQ5LTW5KwU2ldPLHKvJea1Yq8nTmjAB6STSZhpbrCnbkShTT3FEbXSYtbXYKuQSuq1bu60svCVbvY0Xvq2athVKwH0awVUZnbVBkbiiivjCMGyVMaSIMmwIRhiRwEBDNbQINtxLZyRcolFcjJjDOnzcO9QI/vNAhESIVKBArz78Q75UQHfsXM9N24gwRERURE5hxLiFxKS1EBKpRFbJTIYQBBRI3f9iCE4UxVAUgJYcRfMqxdGDskpdidiVXc4sQVe0vljkFJLV1lrERV3kxVrslOL1ifTrArRUyGLUt2NMxnhtxo1A3Aj83IqQRmqMA2uslvjU3wfxRnDcvf4jX0JliHLk1QBDR3VkR7VELuodmvmlCHmkR3vMQ3wMTlvUx378x4AsAQCU1L1AL4NEyBDuAoZ0SAV0QOk1OgYOGgeeiIvMyI3Mw478SKUV0pEsyd0z0g7Wi/RbSVF8STEgL/OSSZqEORT+CBVeYb/dWyT+mah8/ltdil/3M1yTieLpm+KRqeLTu+IhZOImVmKayOK92+KNCWO2U1wIoYjG5YhB5QjJZQjK5YpCPa+KuNQy1joWpojQbWOZMF3UjWNKNd6WU9QuNsLZhYjaTUTAEzzCM8zB5N3KvEzglTzzGN4AttRdVT9ffU1g/TxiDb1jjV6xJWTugI7OpAjshUXWc73fbM7b9N5tDUhfjMu6C750VTTvRD7wdNd8wzT3lb5RJmWmjYj6rcZrfBbtq8+A3caSrRYAjuOGNcf/JNCIVbuJteOqw+OIgGCGqMd7ZNkOvb8HGVn+M2RS2eDxfeZiLMCZfdEArTfnO7QTFmVgbhRDdggX/mYIjeSUqQVaJN1ApAVJZp7lHJ5lgrzaFOQxrXXBAPVaGSzieabnLiwJS5bTiF5CICTTIORii36RL+5LjpZojz6Ja4a6Mb4YkmY6k6YYlD46lYYYlhY6l24YmM651rLpm8ZpsgBpKhRpWdnpeu5p0/rpWwlqoR7qdSnqtTzqfklqpV7qkmlq+H1qphYA4BAO4iiPxa2JQJ3o40iOsYuPipnqgvEO8BAPYYlcnqDoZ3GPZwlrsR5rxtiP/viPABmQAgnLTzVVy0RMDynVUD3VyLTeDpREViVVVkGQ9zCRiIlrxoiRGamRG8mRHUHrgj4SaAVOB0BOamXla61QI+le2M3mTd9sVQewkgfBEi3RDZqeuTEpkzNJkzVpkzexQ/RM5n1lT38FQfsU2Pfg1z+xQ+gQFEJZ7cYOGQF4lEiZlEq5lEyp7Pc0j40dP4/d2FKhUPx7Fgztvo5dleB+llcpbuNWCIbIlV3pFWAJlvA1kqC1k6EVgKKlgB/9Z8IWSaGVFsfT4bG7FrUVb58EF3Ehl6gu0P6W6Yp4YhZh7X4rcINJ8GVbcIFpcFB78H+JcCqbcH2p8AG78HvJcPfa8HnpcOj6cHgJceXK6RNH8VPq7xVn8RZ38VEKCAA7)

1. In the logical model pane in the main area, arrange the entity boxes as follows: Books on the left, Patrons on the right, and Transactions either between Books and Patrons or under them and in the middle. (If the pointer is still cross-hairs, click the Select icon at the top left to change the pointer to an arrow.)

Suggestion: Turn off auto line routing for this exercise: right-click in the Logical pane, and ensure that Auto Route is not checked.

1. Click the New 1:N Relation icon.
2. Click first in the Books box, then in the Transactions box. A line with an arrowhead is drawn from Books to Transactions.
3. Click the New 1:N Relation icon.
4. Click first in the Patrons box, then in the Transactions box. A line with an arrowhead is drawn from Patrons to Transactions.
5. Optionally, double-click a line (or right-click a line and select Properties) and view the Relation Propertiesinformation.
6. Go to Section 2.2, "Develop the Relational Model".

**2.2 Develop the Relational Model**

The relational model for the library tutorial database consists of tables that reflect the entities of the logical model (Books, Patrons, and Transactions) and all attributes of each entity. In the simplified data model for this tutorial, a single relational model reflects the entire logical model; however, for other data models we can create one or more relational models, each reflecting all or a subset of the logical model. (To have a relational model reflect a subset of the logical model, use the "filter" feature in the dialog box for engineering a relational model.)

Develop the relational model as follows:

1. With the logical model selected, click **Design**, then **Engineer to Relational Model**. The Engineering dialog box is displayed.
2. Accept all defaults (do not filter), and click **Engineer**. This causes the Relational\_1 model to be populated with tables and other objects that reflect the logical model.
3. Optionally, expand the Relational Models node in the object browser on the left side of the window, and expand Relational\_1 and nodes under it that contain any entries (such as Tables and Columns), to view the objects created.
4. Change the name of the relational model from Relational\_1 to something more meaningful for diagram displays, such as Library (relational). Specifically, right-click Relational\_1 in the hierarchy display, select **Properties**, in the General pane of the Model Properties - <name> (Relational) dialog box specify **Name** as Library (relational), and click **OK**.

**2.3 Generate DDL**

Generate Data Definition Language (DDL) statements that we can use to create database objects that reflect the models that we have designed. The DDL statements will implement the physical model (type of database, such as Oracle Database 11*g*) that we specify.

Develop the physical model as follows:

1. Optionally, view the physical model before we generate DDL statements:
   1. With the Library logical model selected, click **Physical**, then **Open Physical Model**. A dialog box is displayed for selecting the type of database for which to create the physical model.
   2. Specify the type of database (for example, Oracle Database 11*g*), and click **OK**. In the hierarchy display on the left side of the window, a Physical Models node is added under the Library relational model node, and a physical model reflecting the type of database is created under the Physical Models node.
   3. Expand the Physical Models node under Library (the relational model), and expand the newly created physical model and nodes under it that contain any entries (such as Tables and Columns), to view the objects created.
2. Click **File**, then **Export**, then **DDL File**.
3. Select the database type (for example, Oracle Database 11g) and click **Generate**. The DDL Generation Optionsdialog box is displayed.
4. Accept all defaults, and click **OK**. A DDL file editor is displayed, with SQL statements to create the tables and add constraints. (Although we can edit statements in this window, do not edit any statements for this tutorial exercise.)
5. Click **Save** to save the statements to a .sql script file (for example, create\_library\_objects.sql) on wer local system.

Later, run the script (for example, using a database connection and SQL Worksheet in SQL Developer) to create the objects in the desired database.

1. Click **Close** to close the DDL file editor.

**2.4 Save the Design**

Save the design by clicking **File**, then **Save**. Specify the location and name for the XML file to contain the basic structural information (for example, library\_design.xml). A directory or folder structure will also be created automatically to hold the detailed information about the design

Continue creating and modifying design objects, if we wish. When we are finished, save the design again if we have made any changes, then exit SQL Developer Data Modeler by clicking **File**, then **Exit**.

**Activity:**

1. Consider the following set of requirements for a UNIVERSITY database that is used to keep track of students’ transcripts.
2. The university keeps track of each student’s name, student number, Social Security number, current address and phone number, permanent address and phone number, birth date, sex, class (freshman, sophomore, ..., graduate), major department, minor department (if any), and degree program (B.A., B.S., ..., Ph.D.). Some user applications need to refer to the city, state, and ZIP Code of the student’s permanent address and to the student’s last name. Both Social Security number and student number have unique values for each student.
3. Each department is described by a name, department code, office number, office phone number, and college. Both name and code have unique values for each department.
4. Each course has a course name, description, course number, number of semester hours, level, and offering department. The value of the course number is unique for each course.
5. Each section has an instructor, semester, year, course, and section number .The section number distinguishes sections of the same course that are taught during the same semester/year; its values are 1, 2, 3, ..., up to the number of sections taught during each semester.
6. A grade report has a student, section, letter grade, and numeric grade (0, 1, 2, 3, or 4).

Design an ER schema for this application, and draw an ER diagram for the schema using Sql data modeler. Perform forward engineering .

1. Consider a *mail order* database in which employees take orders for parts from customers.

The data requirements are summarized as follows:

1. The mail order company has employees identified by a unique employee number, their first and last names, and a zip code where they are located.
2. Customers of the company are uniquely identified by a customer number. In addition, their first and last names and a zip code where they are located are recorded.
3. The parts being sold by the company are identified by a unique part number. In addition, a part name, their price, and quantity in stock are recorded.
4. Orders placed by customers are taken by employees and are given a unique order number. Each order may contain certain quantities of one or more parts and their received date as well as a shipped date is recorded.

Design an Entity-Relationship diagram for the mail order database and enter the design using Sql data modeler.

1. Reverse engineer the employee department schema by importing demobld.sql